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* **Project Link**

|  |  |
| --- | --- |
| **Repository Name** | **Kitchen Story** |
| GitHub Link | <https://github.com/Jaydeep-K-Mandal/Kitchen-Story> |

* **Folder Structure**

![](data:image/png;base64,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)

* **Source Code**
* **Configuration**

1. SecurityConfiguration.java

|  |
| --- |
| **package** com.Jay.kitchenstory.config;  **import** java.util.Arrays;  **import** org.springframework.beans.factory.annotation.Autowired;  **import** org.springframework.context.annotation.Bean;  **import** org.springframework.context.annotation.Configuration;  **import** org.springframework.security.authentication.AuthenticationManager;  **import** org.springframework.security.authentication.dao.DaoAuthenticationProvider;  **import** org.springframework.security.config.annotation.authentication.builders.AuthenticationManagerBuilder;  **import** org.springframework.security.config.annotation.web.builders.HttpSecurity;  **import** org.springframework.security.config.annotation.web.configuration.EnableWebSecurity;  **import** org.springframework.security.config.annotation.web.configuration.WebSecurityConfigurerAdapter;  **import** org.springframework.security.config.http.SessionCreationPolicy;  **import** org.springframework.security.core.userdetails.UserDetailsService;  **import** org.springframework.security.crypto.password.~~NoOpPasswordEncoder~~;  **import** org.springframework.security.crypto.password.PasswordEncoder;  **import** org.springframework.security.web.authentication.UsernamePasswordAuthenticationFilter;  **import** org.springframework.web.cors.CorsConfiguration;  **import** org.springframework.web.cors.CorsConfigurationSource;  **import** org.springframework.web.cors.UrlBasedCorsConfigurationSource;  **import** com.Jay.kitchenstory.filter.JwtRequestFilter;  @SuppressWarnings("deprecation")  @Configuration  @EnableWebSecurity  **public** **class** SecurityConfiguration **extends** WebSecurityConfigurerAdapter {  @Autowired  UserDetailsService userDetailsService;    @Autowired  **private** JwtRequestFilter jwtRequestFilter;    @Bean  **public** PasswordEncoder passwordEncoder() {  **return** ~~NoOpPasswordEncoder~~.~~getInstance~~();  }    @Bean  **public** DaoAuthenticationProvider authenticationProvider()  {  DaoAuthenticationProvider auth = **new** DaoAuthenticationProvider();  auth.setUserDetailsService(userDetailsService);  auth.setPasswordEncoder(passwordEncoder());  **return** auth;  }    @Override  @Bean  **public** AuthenticationManager authenticationManagerBean() **throws** Exception {  **return** **super**.authenticationManagerBean();  }    // authentication  @Override  **protected** **void** configure(AuthenticationManagerBuilder auth) **throws** Exception {  auth.authenticationProvider(authenticationProvider());  }    // authorization  @Override  **protected** **void** configure(HttpSecurity http) **throws** Exception {  http.cors().and().csrf().disable()  .authorizeRequests().antMatchers("/authenticate", "/registration", "/products").permitAll().  anyRequest().authenticated()  .and().sessionManagement().sessionCreationPolicy(SessionCreationPolicy.***STATELESS***);  http.addFilterBefore(jwtRequestFilter, UsernamePasswordAuthenticationFilter.**class**);  }    @Bean  CorsConfigurationSource corsConfigurationSource()  {  CorsConfiguration configuration = **new** CorsConfiguration();  configuration.setAllowedOriginPatterns(Arrays.*asList*("\*"));  configuration.setAllowedMethods(Arrays.*asList*("HEAD", "GET", "POST", "PUT", "DELETE", "PATCH"));  configuration.setAllowCredentials(**true**);  configuration.setAllowedHeaders(Arrays.*asList*("Authorization", "Cache-Control", "Content-Type"));  **final** UrlBasedCorsConfigurationSource source = **new** UrlBasedCorsConfigurationSource();  source.registerCorsConfiguration("/\*\*", configuration);  **return** source;  }    } |

1. JwtUtil.java

|  |
| --- |
| **package** com.Jay.kitchenstory.config;  **import** io.jsonwebtoken.Claims;  **import** io.jsonwebtoken.Jwts;  **import** io.jsonwebtoken.SignatureAlgorithm;  **import** org.springframework.security.core.userdetails.UserDetails;  **import** org.springframework.stereotype.Service;  **import** java.util.Date;  **import** java.util.HashMap;  **import** java.util.Map;  **import** java.util.function.Function;  @Service  **public** **class** JwtUtil {  **private** String SECRET\_KEY = "secret";  **public** String extractUsername(String token) {  **return** extractClaim(token, Claims::getSubject);  }  **public** Date extractExpiration(String token) {  **return** extractClaim(token, Claims::getExpiration);  }  **public** <T> T extractClaim(String token, Function<Claims, T> claimsResolver) {  **final** Claims claims = extractAllClaims(token);  **return** claimsResolver.apply(claims);  }  **private** Claims extractAllClaims(String token) {  **return** Jwts.*parser*().setSigningKey(SECRET\_KEY).parseClaimsJws(token).getBody();  }  **private** Boolean isTokenExpired(String token) {  **return** extractExpiration(token).before(**new** Date());  }  **public** String generateToken(UserDetails userDetails) {  Map<String, Object> claims = **new** HashMap<>();  **return** createToken(claims, userDetails.getUsername());  }  **private** String createToken(Map<String, Object> claims, String subject) {  **return** Jwts.*builder*().setClaims(claims).setSubject(subject).setIssuedAt(**new** Date(System.*currentTimeMillis*()))  .setExpiration(**new** Date(System.*currentTimeMillis*() + 1000 \* 60 \* 60 \* 48))  .signWith(SignatureAlgorithm.***HS256***, SECRET\_KEY).compact();  }  **public** Boolean validateToken(String token, UserDetails userDetails) {  **final** String username = extractUsername(token);  **return** (username.equals(userDetails.getUsername()) && !isTokenExpired(token));  }  } |

* **Controllers**

1. ProductController.java

|  |
| --- |
| **package** com.Jay.kitchenstory.controllers;  **import** java.util.List;  **import** org.springframework.beans.factory.annotation.Autowired;  **import** org.springframework.web.bind.annotation.CrossOrigin;  **import** org.springframework.web.bind.annotation.DeleteMapping;  **import** org.springframework.web.bind.annotation.GetMapping;  **import** org.springframework.web.bind.annotation.PathVariable;  **import** org.springframework.web.bind.annotation.PostMapping;  **import** org.springframework.web.bind.annotation.RequestBody;  **import** org.springframework.web.bind.annotation.RequestMapping;  **import** org.springframework.web.bind.annotation.RestController;  **import** com.Jay.kitchenstory.models.Product;  **import** com.Jay.kitchenstory.services.ProductService;  @RestController  @CrossOrigin(origins = "http://localhost:4200")  @RequestMapping("/products")  **public** **class** ProductController  {  @Autowired  **private** ProductService service;    @PostMapping  **public** String addProduct(@RequestBody Product product)  {  service.addProduct(product);  **return** "Product add success.";  }    @GetMapping  **public** List<Product> getProducts()  {  List<Product> productlist = service.getAllProducts();  **return** productlist;  }    @DeleteMapping("/delete/{prodId}")  **public** String deleteProduct(@PathVariable("prodId") String prodId) {  service.deleteProductById(prodId);  **return** "Product delete success.";  }  } |

1. RegistrationController.java

|  |
| --- |
| **package** com.Jay.kitchenstory.controllers;  **import** org.springframework.beans.factory.annotation.Autowired;  **import** org.springframework.http.ResponseEntity;  **import** org.springframework.security.authentication.AuthenticationManager;  **import** org.springframework.security.authentication.BadCredentialsException;  **import** org.springframework.security.authentication.UsernamePasswordAuthenticationToken;  **import** org.springframework.security.core.userdetails.UserDetails;  **import** org.springframework.web.bind.annotation.CrossOrigin;  **import** org.springframework.web.bind.annotation.PostMapping;  **import** org.springframework.web.bind.annotation.RequestBody;  **import** org.springframework.web.bind.annotation.RequestMapping;  **import** org.springframework.web.bind.annotation.RequestMethod;  **import** org.springframework.web.bind.annotation.RestController;  **import** com.Jay.kitchenstory.config.JwtUtil;  **import** com.Jay.kitchenstory.models.AuthenticationRequest;  **import** com.Jay.kitchenstory.models.AuthenticationResponse;  **import** com.Jay.kitchenstory.models.User;  **import** com.Jay.kitchenstory.services.MyUserDetailsService;  **import** com.Jay.kitchenstory.services.UserService;  @RestController  @CrossOrigin(origins = "http://localhost:4200")  **public** **class** RegistrationController {    @Autowired  **private** UserService service;    @Autowired  **private** AuthenticationManager authenticationManager;  @Autowired  **private** JwtUtil jwtTokenUtil;  @Autowired  **private** MyUserDetailsService userDetailsService;    @PostMapping("/registration")  **public** **void** registerUserAccount(@RequestBody User user)  {  user.setRoles("USER");  service.registerUser(user);  }    @RequestMapping(value = "/authenticate", method = RequestMethod.***POST***)  **public** ResponseEntity<?> createAuthenticationToken(@RequestBody AuthenticationRequest authenticationRequest) **throws** Exception {  **try** {  authenticationManager.authenticate(  **new** UsernamePasswordAuthenticationToken(authenticationRequest.getEmail(), authenticationRequest.getPassword())  );  }  **catch** (BadCredentialsException e) {  **throw** **new** Exception("Incorrect username or password", e);  }  **final** UserDetails userDetails = userDetailsService  .loadUserByUsername(authenticationRequest.getEmail());  **final** String jwt = jwtTokenUtil.generateToken(userDetails);  **return** ResponseEntity.*ok*(**new** AuthenticationResponse(jwt));  }  } |

* **Filters**

1. JwtRequestFilter.java

|  |
| --- |
| **package** com.Jay.kitchenstory.filter;  **import** org.springframework.beans.factory.annotation.Autowired;  **import** org.springframework.security.authentication.UsernamePasswordAuthenticationToken;  **import** org.springframework.security.core.context.SecurityContextHolder;  **import** org.springframework.security.core.userdetails.UserDetails;  **import** org.springframework.security.web.authentication.WebAuthenticationDetailsSource;  **import** org.springframework.stereotype.Component;  **import** org.springframework.web.filter.OncePerRequestFilter;  **import** com.Jay.kitchenstory.config.JwtUtil;  **import** com.Jay.kitchenstory.services.MyUserDetailsService;  **import** javax.servlet.FilterChain;  **import** javax.servlet.ServletException;  **import** javax.servlet.http.HttpServletRequest;  **import** javax.servlet.http.HttpServletResponse;  **import** java.io.IOException;  @Component  **public** **class** JwtRequestFilter **extends** OncePerRequestFilter {  @Autowired  **private** MyUserDetailsService userDetailsService;  @Autowired  **private** JwtUtil jwtUtil;  @Override  **protected** **void** doFilterInternal(HttpServletRequest request, HttpServletResponse response, FilterChain chain)  **throws** ServletException, IOException {  **final** String authorizationHeader = request.getHeader("Authorization");  String username = **null**;  String jwt = **null**;  **if** (authorizationHeader != **null** && authorizationHeader.startsWith("Bearer ")) {  jwt = authorizationHeader.substring(7);  username = jwtUtil.extractUsername(jwt);  }  **if** (username != **null** && SecurityContextHolder.*getContext*().getAuthentication() == **null**) {  UserDetails userDetails = **this**.userDetailsService.loadUserByUsername(username);  **if** (jwtUtil.validateToken(jwt, userDetails)) {  UsernamePasswordAuthenticationToken usernamePasswordAuthenticationToken = **new** UsernamePasswordAuthenticationToken(  userDetails, **null**, userDetails.getAuthorities());  usernamePasswordAuthenticationToken  .setDetails(**new** WebAuthenticationDetailsSource().buildDetails(request));  SecurityContextHolder.*getContext*().setAuthentication(usernamePasswordAuthenticationToken);  }  }  chain.doFilter(request, response);  }  } |

* **Models**

1. Product.java

|  |
| --- |
| **package** com.Jay.kitchenstory.models;  **import** org.springframework.data.annotation.Id;  **import** org.springframework.data.mongodb.core.mapping.Document;  @Document(collection = "products")  **public** **class** Product {    @Id  **private** String id;  **private** String productName;  **private** **double** price;  **private** String description;  **private** String image;    **public** Product() {}  **public** Product(String productName, **double** price, String description, String image) {  **this**.productName = productName;  **this**.price = price;  **this**.description = description;  **this**.image = image;  }  **public** String getImage() {  **return** image;  }  **public** **void** setImage(String image) {  **this**.image = image;  }  **public** String getId() {  **return** id;  }  **public** **void** setId(String id) {  **this**.id = id;  }  **public** String getProductName() {  **return** productName;  }  **public** **void** setProductName(String productName) {  **this**.productName = productName;  }  **public** **double** getPrice() {  **return** price;  }  **public** **void** setPrice(**double** price) {  **this**.price = price;  }  **public** String getDescription() {  **return** description;  }  **public** **void** setDescription(String description) {  **this**.description = description;  }  } |

1. User.java

|  |
| --- |
| **package** com.Jay.kitchenstory.models;  **import** org.springframework.data.annotation.Id;  **import** org.springframework.data.mongodb.core.index.Indexed;  **import** org.springframework.data.mongodb.core.mapping.Document;  @Document(collection = "users")  **public** **class** User {  @Id  **private** String id;  **private** String firstName;  **private** String lastName;  @Indexed(unique = **true**)  **private** String email;  **private** String password;  **private** String roles;    **public** User() {};  **public** User(String firstName, String lastName, String email, String password) {  **this**.firstName = firstName;  **this**.lastName = lastName;  **this**.email = email;  **this**.password = password;  }  **public** String getId() {  **return** id;  }  **public** **void** setId(String id) {  **this**.id = id;  }  **public** String getFirstName() {  **return** firstName;  }  **public** **void** setFirstName(String firstName) {  **this**.firstName = firstName;  }  **public** String getLastName() {  **return** lastName;  }  **public** **void** setLastName(String lastName) {  **this**.lastName = lastName;  }  **public** String getEmail() {  **return** email;  }  **public** **void** setEmail(String email) {  **this**.email = email;  }  **public** String getPassword() {  **return** password;  }  **public** **void** setPassword(String password) {  **this**.password = password;  }  **public** String getRoles() {  **return** roles;  }  **public** **void** setRoles(String roles) {  **this**.roles = roles;  }  } |